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About this resource
[bookmark: _Toc148102520][bookmark: _Toc183426401][bookmark: _Hlk148102359][bookmark: _Toc112681287]Purpose of resource
[bookmark: _Toc148102521]The resource is a sample program of learning for teaching Secure software architecture in Year 12 during the Software Engineering 11–12 course.
[bookmark: _Toc183426402]Target audience
This resource can be used by teachers to support effective syllabus implementation of Software Engineering 11–12.
[bookmark: _Toc148102522][bookmark: _Toc183426403]When and how to use
This resource is designed for implementing over 10 weeks or a term of learning on Secure software architecture. The resource can be adapted and contextualised to the school setting. Adjustments can be made to the program of learning to suit students in the teaching and learning cycle.


[bookmark: _Toc183426404]Rationale
[bookmark: _Toc112681289][bookmark: _Int_kQnSSipc]The NSW Department of Education publishes a range of curriculum support materials, including samples of lesson sequences, scope and sequences, assessment tasks, examinations, student and teacher resource booklets, and curriculum planning and curriculum evaluation templates. The samples are not exhaustive and do not represent the only way to complete or engage in each of these processes. Curriculum design and implementation is a dynamic and contextually specific process. While the mandatory components of syllabus implementation must be met by all schools, it is important that the approach taken by teachers is reflective of their needs and faculty or school processes.
[bookmark: _Hlk112402278][bookmark: _Hlk112408500][bookmark: _Hlk112408586][bookmark: _Hlk112408794]NESA defines programming as the process of ‘selecting and sequencing learning experiences which enable students to engage with syllabus outcomes and develop subject specific skills and knowledge’ (NESA 2022a). A program is developed collaboratively within a faculty. It differs from a unit in important ways, as outlined by NESA on their Advice on units page. A unit is a contextually specific plan for the intended teaching and learning for a particular class for a particular period. The organisation of the content in a unit is flexible and it may vary according to the school, the teacher, the class and the learning space. They should be working documents that reflect the thoughtful planning and reflection that takes place during the teaching and learning cycle. There are mandatory components of programming and unit development, and this template provides one option for the delivery of these requirements. The NESA and department guidelines that have influenced this template are elaborated upon at the end of the document.
[bookmark: _Int_CbDBgExU]This resource has been developed to assist teachers in NSW Department of Education schools to create learning that is contextualised to their classroom. It can be used as a basis for the teacher’s own program, assessment, or scope and sequence, or be used as an example of how the new curriculum could be implemented. The resource has suggested timeframes that may need to be adjusted by the teacher to meet the needs of their students.

[bookmark: _Toc183426405]Overview
Description: this program of learning addresses the Secure software architecture focus area. The lessons and sequences in this program of learning are designed to guide students through the development of secure software and a security report. Students are provided a scenario, client and code. They play the role of a security specialist to identify and correct the vulnerabilities in the code and produce a security report. This project is built to a client’s specifications, using one of the software development approaches and implementation methods outlined in the syllabus.
Teachers are provided options to differentiate the project depending upon their confidence and the experience of their students. At a minimum, students complete the security report template for the scenario. Students attempt coding exercises to make the unsecure progressive web app (PWA) secure. 
Teachers planning to integrate this focus area with the Programming for the web and/or the Software Engineering project may offer the students the opportunity to develop a secure app from scratch using Python and the Flask framework. ‘How to’ guides are available for each of these differentiated tasks in the Appendix of the teacher support resource (TSR). Assessment tasks that accompany these projects, including: Steps to success, Marking guidelines and Student facing rubrics, can be found  in the Secure Software folder under the files tab of the Software Engineering channel via the TAS State wide staffroom.
[bookmark: _Hlk165274060]Designing software: students apply the fundamental software development steps to develop secure code. They describe the benefits of developing secure software to the client (The Unsecure PWA Company). Students provide expert advice to the ‘The Unsecure PWA Company’ on the privacy and security of their PWA. They list all the security issues found and explain how bad they could be if someone takes advantage of them. Students write a requirements definition for the client. They identify the user specifications for the solution.
Developing secure code: students check the PWA for security issues using special tools and tests to find any problems. They investigate how the PWA is built to find any security weaknesses in the code and how data is handled. Students find any problems that cannot be fixed by changing the code, like how users behave, or how data is managed. They make changes to the PWA's code and settings to fix the security issues found, like checking user inputs, encrypting data, and controlling who can access what. Students use appropriate HTML/CSS/JS/SQL/JSON/Python code and web content changes to provide a close-to-industry standard solution that fully or near fully mitigates security and privacy vulnerabilities. They apply strategies to manage the security of programming code. Students test and evaluate the security and resilience of the software.
Impact of safe and secure software development: students present their solutions and security report to the client (role-played by teachers and classmates). They explain the benefits to the client of the implementation of safe and secure development practices. Students explain the social, ethical and legal issues as well as ramifications that affect people and enterprises resulting from the development and implementation of safe and secure software.
Duration: the content for this focus area (code samples and security report) can be delivered over 30 hours across one term. Alternatively, it could be integrated with the Programming for the web focus area (making the PWA secure and completing the security report) across 60 hours. A further option is to integrate this focus area throughout the Programming for the web and Software Engineering project (creating a secure PWA from scratch and completing the report) delivered over 90 hours. Each of these models are available in the Appendix of the accompanying teacher support resource. 
Explicit teaching: suggested learning intentions and success criteria are available for some lessons provided. Learning intentions and success criteria are most effective when they are contextualised to meet the needs of students in the class. The examples provided in this document are generalised to demonstrate how learning intentions and success criteria could be created.


[bookmark: _Toc112681290][bookmark: _Toc183426406]Outcomes
A student:
[bookmark: _Hlk165274266]justifies methods used to plan, develop and engineer software solutions SE-12-01
applies structural elements to develop programming code SE-12-02
analyses how current hardware, software and emerging technologies influence the development of software engineering solutions SE-12-03
[bookmark: _Int_848uevos]evaluates practices to safely and securely collect, use and store data SE-12-04
explains the social, ethical and legal implications of software engineering on the individual, society and the environment SE-12-05
justifies the selection and use of tools and resources to design, develop, manage and evaluate software SE-12-06
designs, develops and implements safe and secure programming solutions SE-12-07
tests and evaluates language structures to refine code SE-12-08
applies methods to manage and document the development of a Secure software architecture SE-12-09
Software Engineering 11–12 Syllabus © NSW Education Standards Authority (NESA) for and on behalf of the Crown in right of the State of New South Wales, 2022.


Prior to planning for teaching and learning, please consider the following:
Engagement
· How will I provide authentic, relevant learning opportunities for students to personally connect with lesson content?
· How will I support every student to grow in independence, confidence and self-regulation?
· [bookmark: _Int_hW3hNEQs]How will I facilitate every student to have high expectations for themselves?
· How will I identify and provide the support each student needs to sustain their learning efforts?
Representation
· [bookmark: _Int_DSzBBo3i]What are some different ways I can present content to enable every student to access and understand it?
· How will I identify and address language and/or cultural considerations that may limit access to content for students?
· How will I make lesson content and learning materials more accessible?
· How will I plan learning experiences that are relevant and challenging for the full range of students in the classroom?
Expression
· How will I provide multiple ways for students to respond and express what they know?
· What tools and resources can students use to demonstrate their understanding?
· How will I know every student has understood the concepts and language presented in each lesson?
· How will I monitor if every student has achieved the learning outcomes and learning growth?
[bookmark: _Toc183426407]Lesson sequence and details
Teachers provide specific, actionable feedback throughout the learning process, not just at the end of a project. This could involve real-time feedback during practical tasks, or reflective discussions post-completion of stages in the Secure software architecture development.
[bookmark: _Toc183426408]Weeks 1 and 2
Table 1 – designing software lesson sequence and details
	Outcomes and content
	Teaching and learning activities
	Evidence of learning
	Differentiation and adjustments
	Registration and evaluation notes

	Outcome
SE-12-01 
SE-12-04
SE-12-06
Designing software 
Students: 
describe the benefits of developing secure software 
interpret and apply fundamental software development steps to develop secure code
describe how the capabilities and experience of end users influence the secure design features of software.
	Teacher determines whether to run this unit as a ‘standalone’ or integrate into other focus areas.
Students:
complete a pre-test on fundamental concepts within Secure software architecture. Teachers may allocate groups preading the expertise based on the results of this pre-test.
develop an overview of the latest trends impacting the internet and cybersecurity.
Teacher introduces and explains the task:
Your client, ‘The Unsecure PWA Company’, has engaged you as a software engineering security specialist to provide expert advice on the security and privacy of their application. This progressive web app is currently in the testing and debugging phase of the software development lifecycle and can be accessed at Unsecure PWA.
For the security report PWA project, students familiarise themselves with the existing Unsecure PWA
Learning intentions
By the end of the pre-test, review and corrections, students will be able to:
define secure software architecture and list benefits of developing secure software
explain why data protection in secure software development is important and acknowledge how software architecture can help minimise cyber attacks and vulnerabilities
identify the fundamental software development steps and requirements definition in software development.
By the end of their research activities and slide deck production, students will be able to recognise key software architecture concepts, including: data protection, cyber attacks, static application security testing (SAST), dynamic application security testing (DAST), vulnerability assessment, penetration testing, application programming interface (API) security, cross-site scripting (XSS), cross-site request forgery (CSRF).
Teachers introduce students to secure software architecture questions within the Familiarisation exam 
Success criteria
I can: 
explain the importance of secure software architecture
recognise some of the vulnerabilities of insecure code.
Teaching and learning activities
Teachers distribute the Security report template (Appendix 1 of the TSR) and display code and readme files from the Unsecure PWA.
Students work through Activities 1–13 of the TSR.
	Students: 
share a common technical language in discussing their understanding of secure software architecture 
correctly match glossary keywords with definitions
teams create a single slide summary of each of the latest trends impacting the internet and cybersecurity including a definition, characteristics and an example. 
contribute to class discussions and respond to the revision quiz at the beginning of each lesson and complete Activities 1–13 of the teacher support resource (TSR).
Students:
begin work on the security report template – the documentation component of their project for this focus area
complete activities within the teacher support resource (TSR) on minimising cyber attacks and vulnerabilities
describe to their client, ‘The Unsecure PWA Company’ the benefits of developing secure software
use the terminology and language specific to this focus area including: defining, characterising and providing an example of key concepts. These are referred to as students complete their coding activities around each concept.
Complete Activities 1–13 of the TSR and updated security report.
	Students are provided course specifications, glossaries, security report writing scaffold, first-language dictionaries and exemplar answers or responses so that they know what and how to write for each section of the project documentation.
Student teams match glossary terms with definitions. These teams could be led by students identified in pre-test results as having background knowledge.
Teacher introduces the students to Lessons (hacksplaining.com) and Imperva Learning Center https://www.imperva.com/learn/. Teacher allocates extension activities based on the pre-test results.
Students complete the How cyber secure are you? Quiz and share findings with classmates.
Extension activities include students reporting on Practical ways to protect yourself online and taking control of your cyber security to reduce the impact of an attack.
Teachers employ the ‘5 whys’ methodology to have students think deeply around the concepts and activities as well as produce more thorough answers in responding to examination questions.
	


[bookmark: _Toc183426409][bookmark: _Toc112681291]Weeks 3–4
Table 2 – developing secure code lesson sequence and details
	Outcomes and content
	Teaching and learning activities
	Evidence of learning
	Differentiation and adjustments
	Registration and evaluation notes

	Developing secure code
Outcome
SE-12-07
SE-12-08
Students:
explore fundamental software design security concepts when developing programming code 
apply security features incorporated into software including data protection, security, privacy and regulatory compliance
use and explain the contribution of cryptography and sandboxing to the ‘security by design’ approach in the development of software solutions.
	Students:
describe the benefits of developing secure software to protect data and minimise cyber attacks and vulnerabilities. They study and respond to lessons from Software Security Case Studies. Students establish and maintain a news board, journal or folder of hyperlinks to news stories from cybersecurity incidents to refer to in class as case studies.
complete the matching exercises from the TSR on requirements definition, determining specifications, design and development phases and apply these to ‘The Unsecure PWA Company’ scenario and their security report.
For their project, students interpret and apply fundamental software development steps to develop secure code. They research and implement two-factor authentication (2FA).
Students:
complete activities on integration, testing and maintenance in the TSR and apply these to the development of their Unsecure PWA project
describe how the capabilities and experience of end users influence the secure design features of software. They apply this to the development of their secure Unsecure PWA projects
complete the Activities 14–25 in the TSR.
Learning intentions
By the end of these activities students will be able to describe the benefits of developing secure software to protect data and minimise cyber attacks and vulnerabilities. They will explain the use and value of 2FA and write a requirements definition for a client.
Success criteria
I can:
explain the benefits of developing secure software to protect data and minimise cyber attacks and vulnerabilities including the use and value of 2FA to a client
write a requirements definition in the security report for a client.
	Students:
complete the jigsaw activity in the TSR and are quizzed upon each of these processes at the commencement of each lesson
make positive contributions to the jigsaw process.
Students:
correctly complete the Activities 14–25 in the TSR
complete the requirements definition in the security report for the client.
	Extension material includes students visiting ZAP to perform security testing and watching OWASP Zap Tutorial.
Teachers monitor students’ progress through these online resources. Students provide explanation to the class of their findings.
	




[bookmark: _Toc183426410]Weeks 5–6
Table 3 – developing secure code lesson sequence and details
	Outcomes and content
	Teaching and learning activities
	Evidence of learning
	Differentiation and adjustments
	Registration and evaluation notes

	Outcome
SE-12-06
SE-12-07
SE-12-08
Developing secure code
Students:
use and explain the ‘privacy by design’ approach in the development of software solutions 
test and evaluate the security and resilience of software by determining vulnerabilities, hardening systems, handling breaches, maintaining business continuity and conducting disaster recovery
apply and evaluate strategies used by software developers to manage the security of programming code
design, develop and implement code using defensive data input handling practices, including input validation, sanitisation and error handling
design, develop and implement a safe application programming interface (API) to minimise software vulnerabilities.

	Students:
explore fundamental software design security concepts when developing programming code including confidentiality, integrity, availability, authentication, authorisation, accountability by ‘The Unsecure PWA Company’ scenario
research and define the security features incorporated into their software project including data protection, security, privacy, and regulatory compliance
use and explain the contribution of cryptography and sandboxing to the ‘security by design’ approach in the development of software solutions 
visit the Australian Signals Directorate website and research ‘What is security by design?’
visit the Office of the Australian Information Commissioner and the Information and Privacy Commission websites to summarise a definition of ‘privacy by design’ including key concepts of a proactive not reactive approach, embedding privacy into design, and respect for user privacy
design, develop and perform a role-play based on a security breach case study and simulate approaches to business continuity including the incident response, and disaster recovery
test and evaluate the security and resilience of software by determining vulnerabilities, hardening systems, handling breaches, maintaining business continuity and conducting disaster recovery
research case studies and use vulnerability scanning tools to identify security weaknesses in a sample application or system including their own secure PWA
visit the Australian Signals Directorate website to research guidelines for systems hardening and to identify best practices for securing software systems.
[bookmark: _Hlk177980724]visit the Office of the Australian Information Commissioner and summarise a definition of Privacy by design
Learning intentions
Students:
explain the ‘privacy by design’ approach in the development of software solutions 
apply strategies used by software developers to manage the security of programming code
implement code using defensive data input handling practices, including input validation, sanitisation and error handling
implement a safe application programming interface (API) to minimise software vulnerabilities.
Success criteria
I can:
explain the ‘privacy by design’ approach
manage the security of programming code
using defensive data input handling practices
implement a safe application programming interface (API)
Teaching and learning activities
Follow instructions of Appendix 1 of the TSR 
Complete Activities 26–47 of the TSR.
	Students 
complete activities in the TSR and applied understanding in their presentation for ‘The Unsecure PWA Company’ (client) on the fundamental software design security concepts
audit application of security features incorporated into their software project 
complete the activities related to cryptography and sandboxing within the TSR
complete TSR activities to define ‘security by design’ including providing an analogy and explaining why it is important
participation and engagement in a role-play based on a security breach case study 
complete activities in the TSR
update security report documentation on the use of vulnerability scanning tools
create a Login page using Python, Flask and sqlite3 DB.
	Students engage in paired programming to peer-mentor and discuss problems and solutions.
Students are given glossaries, first-language dictionaries and access to previous worksheets which upskilled them in software engineering applications.
Provide visual and/or multimedia examples and check understanding of concepts.
Prompt student discussion with metaphors and analogies.
Include unplugged activity and use of semantic waves to introduce and reinforce concepts.
Extension activities including students learning more about threats via Threats | Cyber.gov.au.
	


[bookmark: _Toc183426411] Weeks 7–9
Table 4 – developing secure code lesson sequence and details
	Outcomes and content
	Teaching and learning activities
	Evidence of learning
	Differentiation and adjustments
	Registration and evaluation notes

	Outcome
SE-12-06
SE-12-07
SE-12-08
Developing secure code
Students:
design, develop and implement code considering efficient execution for the user 
design, develop and implement secure code to minimise vulnerabilities in user action controls
design, develop and implement secure code to protect user file and hardware vulnerabilities from file attacks and side channel attacks.
	Students:
apply strategies used by software developers to manage the security of programming code including code review, static application security testing (SAST), dynamic application security testing (DAST), vulnerability assessment, penetration testing their Unsecure PWA project
implement code for defensive data input handling practices, including input validation, sanitisation, and error handling in their Unsecure PWA project
implement a safe application programming interface (API) to minimise software vulnerabilities
implement code that considers efficient execution for the user including memory management, session management, exception management
implement secure code that minimises vulnerabilities in user action controls including broken authentication and session management, cross-site scripting (XSS) and cross-site request forgery (CSRF), invalid forwarding and redirecting, and race conditions. They apply these to their Unsecure PWA project
implement secure code to protect user file and hardware vulnerabilities from file attacks and side channel attacks. They apply and describe the benefits of collaboration to develop safe and secure software
complete Activities 47–55 in the TSR and update their security report with finding from the activities.
Learning intentions
Students:
manage the security of programming code
implement code for defensive data input handling practices
implement a safe application programming interface (API)
implement secure code that
considers efficient execution for the user and minimises vulnerabilities in user action controls
protects user file and hardware vulnerabilities from file attacks and side channel attacks.
Success criteria
I can recognise and use:
static application security testing (SAST), dynamic application security testing (DAST), vulnerability assessment, penetration testing 
input validation, sanitisation, and error handling
memory management, session management, exception management.
I can recognise and mitigate against:
broken authentication and session management, cross-site scripting (XSS) and cross-site request forgery (CSRF), invalid forwarding and redirecting, race conditions
file attacks and side channel attacks.
Teaching and learning activities
Follow instructions of Appendix 1 of the TSR.
Attempt Activities 47–55 of the TSR.
	Students:
complete Activities 47–55 of the TSR
update their security report with findings from TSR and coding activities.
	Students are given templates to aid completion of the project documentation.
Writing scaffolds can also be used to write the scripted part of their presentation to their clients/peers.
Provide visual and/or multimedia examples and check understanding of concepts.
Students discuss real-world scenarios and examples.
	




[bookmark: _Toc183426412]Week 10
Table 4 – testing and evaluating lesson sequence and details
	Outcomes and content
	Teaching and learning activities
	Evidence of learning
	Differentiation and adjustments
	Registration and evaluation notes

	Outcome
SE-12-04
SE-12-05
SE-12-06
Impact of safe and secure software development
Students:
apply and describe the benefits of collaboration to develop safe and secure software
investigate and explain the benefits to an enterprise of the implementation of safe and secure development practices
evaluate the social, ethical and legal issues and ramifications that affect people and enterprises resulting from the development and implementation of safe and secure software.
	Students:
investigate and explain the benefits to an enterprise of the implementation of safe and secure development practices including improved products or services, influence on future software development, improved work practices, productivity and business interactivity
evaluate the social, ethical, and legal issues and ramifications that affect people and enterprises resulting from the development and implementation of safe and secure software, including employment, data security, privacy, copyright, intellectual property and digital disruption
complete the Activities 56–57 in the TSR
present their Unsecure PWA solution using presentation software to the class (playing the role of ‘The Unsecure PWA Company’ (client) 
submit their project documentation and code.
Learning intentions
Students:
· confidently deliver an explanation of their PWA
· demonstrate expertise in responding to Q&A from peer assessment of their PWA.
Success criteria
I can:
· deliver my PWA project to peers, teachers and/or clients.
Teaching and learning activities
Teachers model a professional presentation and the assist class in the development of relevant questions for the Q&A section of the PWA presentation.
	Students:
present their more secure progressive web app solution using presentation software to the class (client)
submit their project security report
submit all assessable items for this task including all components
provide informed responses to Q&A session of presentation.

	Students may negotiate with teachers a presentation method (for example, video) that still demonstrates a thorough understanding of their solution and ensures academic integrity including adhering to All My Own Work.
	


[bookmark: _Toc146805877][bookmark: _Toc147481174][bookmark: _Toc183426413]Overall program evaluation
Collating ongoing evaluations and reflecting on the strengths and areas for development within the program creates opportunities to enhance student outcomes. The following prompts can be used to support your evaluation of the program:
· Did the program assist all students to improve in their learning?
· How could the sequencing of the program be improved?
· What did the student evaluations of the program indicate? How can these be actioned to improve the program?
· The strategies and resources that were most effective for student learning were …
· Teaching strategies and resources that would benefit from review and refinement are …
[bookmark: _Capturing_student_voice][bookmark: _Toc146805878][bookmark: _Toc147481175][bookmark: _Toc183426414]Capturing student voice when evaluating a program
Student voice is useful in the evaluation process for programs. The statements below could be useful as a starting point when asking students to provide feedback on their learning experiences. These statements are derived from some of the themes from What works best: 2020 update (CESE 2020a) and could be useful in teacher reflection on how these themes could be incorporated into a teaching program. The statements could also prompt student reflection on their metacognitive processes while learning.
Please rate how much you agree with these statements:
· [bookmark: _Int_P08I2tfN]My teacher had confidence that I could achieve and improve in my learning. (CESE 2020a Chapter 1: High expectations)
· I had a clear idea of what I was learning and why. (CESE 2020a Chapter 2: Explicit teaching)
· I used the feedback provided to improve my performance. (CESE 2020a Chapter 3: Effective feedback)
· I understood the feedback on the assessment task. (CESE 2020a Chapter 3: Effective feedback)
· I was able to predict the marks I achieved in the assessment tasks. (CESE 2020a Chapter 5: Assessment)
· The activities in the unit prepared me for the assessment task. (CESE 2020a Chapter 5: Assessment)
· I found the activities in the lessons interesting to me. (CESE 2020a Chapter 7: Wellbeing)
· I made valuable contributions to the class during this unit. (CESE 2020a Chapter 7: Wellbeing)
[bookmark: _Int_XJjhId9j]I ask questions in class when I don’t understand yet. (CESE 2020a Chapter 7: Wellbeing)
Optional open-ended prompts:
· The lessons and/or activities that I most enjoyed were when we … because …
· When the learning was difficult, the strategy I used was …
[bookmark: _Int_pNMpLkfi]If I was giving advice to a student who was starting this unit, I would tell them to …
[bookmark: _Int_uId67u6M][bookmark: _Toc148102528]If I was giving advice to a teacher who was teaching this unit, I would tell them to …
[bookmark: _Toc149828151][bookmark: _Toc164756398][bookmark: _Toc183426415]
Additional information
For additional support or advice, contact the TAS curriculum team by emailing TAS@det.nsw.edu.au.
[bookmark: _Toc149828152][bookmark: _Toc164756399][bookmark: _Toc183426416]Further implementation support
Curriculum design and implementation is a dynamic and contextually specific process. The department is committed to supporting teachers to meet the needs of all students. The advice below on assessment and planning for the needs of every student may be useful when considering the material presented in this sample program of learning.
[bookmark: _Toc149828153][bookmark: _Toc164756400][bookmark: _Toc183426417]Assessment for learning
Possible formative assessment strategies that could be included:
· Learning intentions and success criteria assist educators to articulate the purpose of a learning task to make judgements about the quality of student learning. These help students focus on the task or activity taking place and what they are learning and provide a framework for reflection and feedback. Online tools can assist implementation of this formative assessment strategy.
· Eliciting evidence strategies allow teachers to determine the next steps in learning and assist teachers in evaluating the impact of teaching and learning activities. Strategies that may be added to a learning sequence to elicit evidence include all student response systems, exit tickets, mini whiteboards (actual or digital), hinge questions, Kahoot, Socrative, or quick quizzes to ensure that individual student progress can be monitored and the lesson sequence adjusted based on formative data collected.
· Feedback is designed to close the gap between current and desired performance by informing teacher and student behaviour (AITSL 2017). AITSL provides a factsheet to support evidence-based feedback.
· Peer feedback is a structured process where students evaluate the work of their peers by providing valuable feedback in relation to learning intentions and success criteria. It can be supported by online tools.
· Self-regulated learning opportunities assist students in taking ownership of their own learning. A variety of strategies can be employed and some examples include reflection tasks, Think-Pair-Share, KWLH charts, learning portfolios and learning logs.
The primary role of assessment is to establish where individuals are in their learning so that teaching can be differentiated, and further learning progress can be monitored over time.
Feedback that focuses on improving tasks, processes and student self-regulation is the most effective. Students engaging with feedback can take many forms including formal, informal, formative, summative, interactive, demonstrable, visual, written, verbal and non-verbal (CESE 2020a).
[bookmark: _Toc118968161][bookmark: _Toc149828154][bookmark: _Toc164756401][bookmark: _Toc183426418]Differentiation
Differentiated learning can be enabled by differentiating the teaching approach to content, process, product and the learning environment. For more information on differentiation go to Differentiating learning and Differentiation.
When using these resources in the classroom, it is important for teachers to consider the needs of all students in their class, including:
· Aboriginal and Torres Strait Islander students. Targeted strategies can be used to achieve outcomes for Aboriginal students in K–12 and increase knowledge and understanding of Aboriginal histories and cultures. Teachers should utilise students’ Personalised Learning Pathways to support individual student needs and goals.
· EAL/D learners. EAL/D learners will require explicit English language support and scaffolding, informed by the EAL/D enhanced teaching and learning cycle and the student’s phase on the EAL/D Learning Progression. In addition, teachers can access information about supporting EAL/D learners and literacy and numeracy support specific to EAL/D learners.
· Students with additional learning needs. Learning adjustments enable students with disability and additional learning and support needs to access syllabus outcomes and content on the same basis as their peers. Teachers can use a range of adjustments to ensure a personalised approach to student learning. Subject specific curriculum considerations can be found on the Inclusive Practice hub.
· High potential and gifted learners. Assessing and identifying high potential and gifted learners will help teachers decide which students may benefit from extension and additional challenge. Effective strategies and contributors to achievement for high potential and gifted learners help teachers to identify and target areas for growth and improvement. In addition, the Differentiation Adjustment Tool can be used to support the specific learning needs of high potential and gifted students. The High Potential and Gifted Education Professional Learning and Resource Hub supports school leaders and teachers to effectively implement the High Potential and Gifted Education Policy in their unique contexts.
[bookmark: _Int_swjOXYf3]All students need to be challenged and engaged to develop their potential fully. A culture of high expectations needs to be supported by strategies that both challenge and support student learning needs, such as through appropriate curriculum differentiation (CESE 2020a:6).


[bookmark: _Toc183426419]Support and alignment
[bookmark: _Hlk148102399][bookmark: _Int_tKGbaYcz][bookmark: _Int_Uf6azi6c]Resource evaluation and support: all curriculum resources are prepared through a rigorous process. Resources are periodically reviewed as part of our ongoing evaluation plan to ensure currency, relevance and effectiveness. For additional support or advice contact the TAS curriculum team by emailing TAS@det.nsw.edu.au.
[bookmark: _Hlk148105154]Differentiation: further advice to support Aboriginal and Torres Strait Islander students, English as an additional language or dialect (EAL/D) students, students with a disability and/or additional needs and High Potential and Gifted (HPG) students can be found on the Planning, programming and assessing 7–12 webpage. This includes the Inclusion and differentiation 7–10 advice webpage.
Assessment: further advice to support formative assessment is available on the Planning, programming and assessing 7–12 webpage. This includes the Classroom assessment advice 7–10. For summative assessment tasks, the Assessment task advice 7–10 webpage is available.
Consulted with: Curriculum and Reform and subject matter experts
[bookmark: _Hlk148105035]Alignment to system priorities and/or needs: School Excellence Policy
Alignment to the School Excellence Framework: this resource supports the School Excellence Framework elements of curriculum (curriculum provision) and effective classroom practice (lesson planning, explicit teaching).
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